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Abstract 

DAST or Dynamic Application Security Testing can be considered a critical methodology in the 

contemporary approach to software security, including those flaws that emerge during application 

execution. While compared to static testing approaches, DAST delivers application assessments 

from an external point of view to mimic genuine attack vectors without the need for direct access 

to the source code. This systematic review aims to understand some of the limitations of DAST 

ranging from the use in CI/CD pipelines, DAST performance in microservices and cloud-native 

architectures and the ability of DAST to detect vulnerabilities. Technical constraints including the 

false positive rates, false negative rates, and missed areas are also explored. Furthermore, this 

review looks into new trends with solutions such as the synergy of DAST with VST and the 

incorporation of AI in boosting the DAST effectiveness. Thus, with the help of identifying these 

challenges and discussing new approaches to them, this work is to give a guideline on enhancing 

the efficiency of DAST for protecting current software applications. Lastly, the review gives 

information about newer potential future trends and advancements that may enhance the 

effectiveness, efficiency, and extensibility of DAST in more complex software systems. 

Keywords: Application Security, Cloud-Native Architectures, Continuous Integration/Continuous 

Delivery (CI/CD), Dynamic Application Security Testing (DAST), Microservices, Runtime 

Vulnerabilities, Security Testing, Software Development Lifecycle (SDLC) 

Introduction 

DAST commonly stands for Dynamic Application Security Testing, and plays an important role in 

today’s software development, especially for the assessment of the external Security weakness in web 

applications. DAST is different from other types of testing, such as SAST, which deals with analysing 

the source code of an application, but DAST is focused on the conditions observed at runtime, providing 

the review of the vulnerabilities which appear at runtime. Compared to other software testing 

methodologies this testing method uses real attack scenarios to find out security flaws such as SQL 

injections, cross-site scripting (XSS), and other security vulnerabilities that are invisible in code review, 

white box, and black box testing. 

The evolving use of sophisticated software applications in economically sensitive sectors such as 

finance, healthcare, and e-commerce all support the need for DAST. Especially with the enlargement of 
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application complexity and involving microservices, APIs, and cloud-native architectures, the demand 

for strong staking on security testing tools and frameworks has increased. Since it doesn’t demand 

source code access to work, DAST is most effective in securing third-party and legacy applications. 

Besides, as CI/CD pipelines become more integrated into DevOps processes, DAST enables security to 

remain a consideration during the processes of rapid software development. 

The purpose of this paper is to provide a comprehensive analysis of both the technical and integration 

issues that limit DAST in contemporary software settings. Recognizing these deficits, this study aims to 

identify possible enhancements and evolution regarding DAST to bolster the efficacy and dependable 

safety it provides for applications against dangerous threats. The current goals of the study project 

include the definition of the current challenges arising in connection with DAST, analysis of its 

performance problems and the search for new solutions, including AI-related ones. 

Overview of Dynamic Application Security Testing 

Definition and Key Concepts 

DAST is a subcategory of black box testing which mainly aims to discover security flaws in Web 

applications by emulating attacks that are launched in the course of the application[1]. DAST on the 

other hand works differently from what SAST (Static Application Security Testing) does, as the latter 

analyses source code for security vulnerabilities or penetration, DAST indirectly tests applications, by 

emulating an attacker's attempt to attack the application interfaces[2]. The process of testing in real-time 

helps identify intrusions and penetrations including, SQL injections, cross-site scripting (XSS) and 

remote code execution vulnerabilities[3]. 

DAST, in contrast, makes no assumptions about the functionality of the application and does not need 

access to the source code meaning that it can be applied to third-party applications, legacy systems and 

external web services[4]. Like penetration testing, through a variety of real or mimic tests, DAST 

identifies vulnerabilities and assesses the reactions to determine any problems that could result in data 

leaks, user rights elevation or other types of security breaches. DAST is good for post-deployment 

testing because it mimics the functioning of applications in live paradigms, giving testers an insight into 

the runtime problems that can occur when the application is fully functional[5]. 

Thus, DAST expands its area of application to APIs and other cloud-based services because they are 

already attractive to attackers. Nevertheless, the growing intricacy in applications resulting from 

transformation toward microservices as well as serverless computing has forced DAST to assume new 

methodologies though still being an integral component of modern security testing models. 

DAST in Modern Software Development Lifecycle 

As new methodologies are adopted in development, DAST has evolved from its role concerning the new 

methodologies of Agile Software Development. Historically, security testing, and thus DAST, was 

performed much later in the software development cycle, possibly even at the deployment stage or at a 

late testing stage[6]. However, CI/CD integrated pipelines and the security shift-left movement have 

relocated DAST earlier in the software development life cycle[2]. 
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DAST are widely integrated in CI/CD environments and are regularly used in security testing sets that 

allow to find and eliminate the weaknesses in the early stages of SDLC[7]. This shift assists in 

decreasing costs and increasing the simplicity of eradicating security problems because it is easier to 

treat them during the development period than during deployment. Gartner research conducted in 2019 

pointed out that 85 percent of the companies, that had integrated the DAST tools into CI/CD pipelines, 

had a positive impact on enhancing the security standings of the organizations and decreasing production 

vulnerabilities by 35 percent on average[8]. 

 

Figure 1: Hype Cycle for Application Security 

Source: Adapted from [8] 

DAST tools were also adapted for the modern application architecture, including APIs, microservices 

and containerization. Notably, the new applications equestrian on serverless frameworks present new 

challenges to DAST, which has always assumed stable and divider environments in which to conduct 

tests. Nevertheless, modern DAST solutions are evolving to accommodate their versatility as 

applications are becoming distributed today and the control should be early, even where it is in a 

somewhat dynamic and transient manner. 

Methodology of the Systematic Review 

Search Strategy and Selection Criteria 

The systematic review utilized a focused search strategy on the data sources in different academic, 

industrial, and conference papers up to June 2019. This review examined issues and future trends in 

DAST strategies when applied to contemporary SDLCs, particularly CI/CD systems, microservices 

architecture, and runtime risks. 

Keywords used during the search included "Dynamic Application Security Testing," "DAST 

implementation in CI/CD," "microservices security testing," and "DAST limitations in cloud-native 

applications." The search was performed in IEEE Xplore, ACM Digital Library, Google Scholar, and 

industry reports to find all relevant papers and literature. Only papers which were related to DAST 

implementation, technical issues related to it, performance issues associated with it and probable 

solutions were chosen. 
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Data Extraction and Analysis 

Information from the chosen sources was collected and categorized according to the frequently 

encountered issues that manifest in DAST, including technical problems of the tool, false 

positive/negative conclusions and such factors as complex structure of software. In the course of the 

analysis, all of the provided data sources were scrutinized to determine the gaps and trends for the 

modern software environments as well as new emerging solutions. Qualitative data comprised in the 

study with the performance of DAST in actual application settings are presented in numerical figures to 

give a quantitative dimension on the effectiveness of the instrument as a tool to detect vulnerabilities in 

different architectures such as the DAST success rates. 

This data was then used to identify conclusions about the current state of DAST Usage and bring 

forward recommendations on future trends of research and development of DAST tools. This approach 

also helpsdiscover some areas of performance bottlenecks and integration problems that developers and 

security teams encounter when adopting DAST in an environment of Agile software development. 

Current Challenges in DAST Implementation 

Technical Limitations 

DAST is an inherently black-box testing technique, stating that it only goes through an application’s 

interface and cannot see the source code of the application. It tends to overlook some risks that dynamic 

analysis tools which analyse the working program can determine from the source code of the 

program[9]. A critical disadvantage of DAST is that it is unable to detect vulnerabilities not visible in 

the course of runtime; thus, it cannot detect susceptibilities embedded in the application. Veracode 

concluded that DAST tools in tested applications find only 66% of total vulnerabilities while static 

testing finds 86%[10]. 

In addition, DAST is challenged when it comes to applications with complex microservices and API 

architectures, though not all of them can be easily accessed through the UI[11]. This is much as leads to 

half-baked vulnerability scans and missing security flaws, especially in applications where a lot of logic 

is coded on the back end. 

Integration Issues with CI/CD Pipelines 

A major challenge firms have encountered while using DAST in their automation is the fact that 

integrating CI/CD pipelines is still an arduous process that demands a lot of scanning time and 

resources. The DevSecOps community reported in 2019 that the challenges companies face in 

integrating DAST stemmed from it increasing the difficulty of developing which ultimately slowed 

down the development pipeline – 45% of development teams had issues with integrating DAST into 

CI/CD[12]. 
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Figure 2: automate DAST in CD 

Source: Adapted from [12] 

DAST tools are created to test live applications and so, they may need fully deployed environments to 

work on and this is hard to automate in CI/CD models whereby continuous deployment is the norm[13]. 

This requirement has often resulted in bottlenecks within the testing phase and it slows development 

whenever extensive security scans are necessary. 

False Positive/Negative Rates 

Externally, false positives and false negatives are some of the greatest issues in DAST solutions. Since 

DAST tools report potential vulnerabilities which do not exist, these are considered false positives to 

developers because of the time taken to analyse, debug and fix the absence of vulnerabilities. On the 

other hand, false negatives that relate to situations where real vulnerabilities may not be detected during 

the screening of applications mean that applications may be vulnerable to attacks even after going 

through the security test. 

While using DAST, the actual percentages were a 19% false positive average, and 13% false negative 

average thus making it complex for security teams to depend solely on DAST testing[14]. These false 

reports result in distrust of the tool and the need to use other testing methods such as SAST and IAST to 

supplement to offer a comprehensive security analysis. 

Coverage and Depth of Testing 

This testing type also has limitations in the depth it offers: the depth that DAST provides. As the name 

suggests, DAST stands for Dynamic Application Security Testing; the tool can be used to check the 

application for vulnerabilities when a user interacts with them through the user interface or a Public API, 

but it does not go deeper into the application[15, 16]. Such as Internal APIs, access to databases, and 

logical flaws are not very easy to be recognized by DAST. 
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Figure 3: Window of Vulnerability 

Source: Adapted from [16] 

This limitation starts becoming even more apparent in many modern application architectures where 

business logic is split across multiple services, most of which are not directly bound to external access 

points. A 2018 study looking at application security revealed that 54% of the firms responding indicated 

that while using DAST tools, they realized that the tools offered insufficient coverage when it comes to 

testing layered applications, and therefore had an incomplete picture of potential vulnerabilities[17]. 

DAST in Complex Application Architectures 

Microservices and Containerized Applications 

An application that is decomposed into numerous smaller independent services in what is known as 

microservices architectures proves to be a weakness in DAST. While traditional applications, on the 

other hand, are monolithic, microservices are designed to work in a distributed architecture which can 

run in different containers or virtual machines respectively[18]. Most of the services can be different and 

have their security necessities and risks that are why DAST tools cannot check the totality of the service. 

Containerization makes DAST assessment more challenging as well because the containers are 

commonly short-lived and can be created/terminated rapidly. Because container environments tend to be 

more time-bound than their VM counterparts, DAST tools may not be able to perform uniform, reliable 

scans, unless they’re designed to factor in container orchestration frameworks such as Kubernetes or 

Docker Swarm[19]. 

Serverless and Cloud-Native Environments 

Serverless systems are another problem for DAST. In the serverless model, the computational code is 

run in stateless functions for short durations as noted by constraint, which makes it hard for DAST tools 

to test the actual runtime environments[20]. Since serverless applications are short-lived, running for 

only several milliseconds at a time, they pose challenges in testing, especially for DAST, which requires 

always running environments to perform scans. 

Furthermore, applications which are developed to be deployed in cloud-like architectures, infrastructures 

or environments that have scale-out characteristics present extra challenges. Such applications frequently 

use auto-scaling and load balancing combined with dynamic service discovery, all of which may impact 
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DAST testing by influencing consistency and accuracy[21]. Also, selecting an appropriate security 

approach that comprehensively tests serverless applications and cloud-native environments has emerged 

as a significant challenge[22]. 

API-driven Applications 

Application programming interface-driven development has become the new normal for web and mobile 

applications. Applications have interfaces, often called APIs, which enable one service to be integrated 

with another service, one platform with another, or one device with another, but on the same token APIs 

are vulnerabilities. The problem that DAST tools face is that many of the above interactions between 

APIs and their client do not get the users’ participation at all[23]. 

The fact that APIs are interconnected and the interactions under test are complex, especially in systems 

that integrate multiple third-party APIs makes the testing even more challenging. DAST tools have to be 

tuned to recognize API-specific issues like rate limiting, authentication, and data validation but the truth 

is that at present most of the DAST tools are not so efficient in managing these issues adequately[24, 

16]. Research by OWASP in 2018 revealed that only 40% of the DAST tools met the testing 

requirements of the new generation of API-based applications[16,24, 25]. 

Performance and Scalability Issues 

Time and Resource Consumption 

One of the most striking weaknesses of DAST is the great effort in terms of time and resources needed 

to perform a broad test. Applications having a large number of endpoints take many hours to days to 

complete scanning, and thus, cause a problem for development teams who want to stick to the 

application deployment timeline. A 2018 report by Gartner pointed out that DAST scans led to an 

increase of time to deployment by 18% in organizations, thus affecting the CI/CD. 

However, tests using DAST tools are computationally intensive, especially when testing large 

applications. In cloud platforms whereby resources are elastic, this often causes interference with the 

reliability of tests, as well as the time taken to scan for vulnerabilities. 

Impact on Development Velocity 

The slowness of DAST tools has a direct effect on the speed of delivery teams to get their tasks done. In 

applications that release features every few hours, incorporating security testing means that development 

will be slowed down by the extra time it takes.Other significant security holes within the applications 

remain unseen and unaddressed until someone finds a way to exploit them in realistic scenarios. 

Currently, DAST vendors are actively addressing the question of tool speed and, while the problem is 

largely relevant, its impact on development speed will be partially felt[26]. 

Emerging Solutions and Future Directions 

AI and Machine Learning in DAST 

AI and ML are evolving quickly as the newest and fastest-growing tools in security testing in DAST. 

DAST tools can also be enhanced using these technologies as a way of increasing the reliability of the 

tools by decreasing the number of false positives and false negatives that can be identified through 
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pattern recognition. The nature of the scan results can also be learned by the AI tools and from there, 

make improvements to their algorithms to distinguish true threats and exclude the false ones such as the 

dummy problems which may have been detected on previous scans[27].That is why it is also possible to 

use ML algorithms for ranking the uncovered vulnerabilities by the severity of the impacts on the 

system. A 2019 report by Capgemini stated that advanced DAST tools with AI capabilities were 

effective at saving about a third of the time that was taken to discover the risks associated with past 

approaches[28]. 

Hybrid Approaches (Combining DAST with SAST and IAST) 

Despite the tested method’s constraint, there is an increasing trend of integrating methods such as DAST 

with SAST and IAST. SAST checks the source code in detail, on the other hand, DAST tries on the 

application in its runtime environment and at the same time, IAST gives feedback during its 

execution[29]. This compilation guarantees inclusiveness and the ability to identify purely logical, as 

well as runtime, vulnerabilities. 

The organizations can observe that the deployment of hybrid security models will have great impacts on 

improving the situations. A study by Synopsys conducted in 2018 showed that hybridusers had a 50% 

lower number of missed vulnerabilities compared to DAST users[30]. 

Automated Remediation Techniques 

Automated remediation is a relatively new approach that is on its way to changing the way that 

vulnerabilities are remediated in DAST. Traditional DAST, on the other hand, narrows the scope of 

analysis to the application’s security issues and is only gradually moving towards the direction of 

automatically eliminating vulnerabilities without outside assistance[31]. These tools apply machine 

learning to come up with the patches or configurations that can help negate the risks that have been 

identified, sparing the development teams the time they would have spent fixing the problems on their 

own, time they could spend on creating new features instead. 

Conclusion 

Manual and automated approaches to Dynamic Application Security Testing (DAST) are still 

noteworthy, providing valuable information on issues that appear during an application’s execution. 

However, DAST has problems when applied to the CI/CD integration, dealing with complex 

architectures, and minimize false-positive and false-negative reports. Nevertheless, the work of DAST 

goes on; there are new ideas in the application of artificial intelligence and mixed approaches as a part of 

the way of overcoming the weaknesses of DAST. 

Therefore, the prospect of DAST depends on the dynamics in software development as cloud-native, 

serverless, API-first applications dominate software development. Through leveraging newer 

technologies such as AI and machine learning, for instance, DAST tools can become more effective and 

precise ensuring the developer gets the security information they need within the shortest time possible 

all while coding. With organizations focusing on security as the key consideration in development, 

DAST will continue to offer its value in securing the applications of today and the future.
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